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**Abstract:** Clinical safety checklists receive much research attention since they can reduce medical errors and improve patient safety. Computerized checklist support systems are also being developed actively. Such systems should individualize checklists based on information from the patient’s medical record while also considering the context of the clinical workflows. Unfortunately, the form definitions, database queries and workflow definitions related to dynamic checklists are too often hard-coded in the source code of the support systems. This increases the cognitive effort for the clinical stakeholders in the design process, it complicates the sharing of dynamic checklist definitions as well as the interoperability with other information systems. In this paper, we address these issues by contributing the DCCSS meta-model which enables the model-based development of dynamic checklist support systems. DCCSS was designed as an incremental extension of standard meta-models, which enables the reuse of generic model editors in a novel setting. In particular, DCCSS integrates the Business Process Model and Notation (BPMN) and the Guideline Interchange Format (GLIF), which represent best of breed languages for clinical workflow modeling and clinical rule modeling respectively. We also demonstrate one of the use cases where DCCSS has already been applied in a clinical setting.

1 **INTRODUCTION**

Safety checklists have been published by clinical societies in recent years with the purpose of reducing medical errors and improving patient safety. Well established clinical studies indicate these checklists can improve the quality of care significantly (Haynes et al., 2009; Babayan, 2011). To motivate the routine use of checklists, various checklist support systems have been developed (De Vries et al., 2009; Avrunin et al., 2012). Among these systems, computerized systems are considered as the most promising ones as (1) they can be integrated with clinical information systems and embedded in the clinical workflow and (2) they can take into account patient-specific context information. Yet, a major obstacle of implementing checklist in computerized support systems is the additional efforts on encoding checklist into the systems, especially making them adaptive to clinical workflow and patient-specific context information.

Currently, computerized checklists are typically encoded directly in the source code of software systems. This is undesirable, especially since such an encoding can be realized in multiple ways. This causes two problems. First of all, ad-hoc encodings in source code increase the time to understand and update the checklist definitions. Secondly, it is unclear how the checklist definitions relate to other clinical software components. For example, it is unclear how hard coded checklists should be integrated with the clinical workflow definitions which are supported by a hospital information system, or with the clinical rules which are supported by a clinical decision support systems. Another limitation is that hard coded computerized checklists are only developed for a specific purpose and difficult to be reused in one hospital or shared among hospitals. This maps to our primary research question: “Which meta-model can support the modeling of computerized checklists, which are aligned with clinical workflows and which take into account patient-specific context?” While this research question was not tackled by other studies yet,
(Färber et al., 2007) have already contributed partial results which we have reused in our study. While (Färber et al., 2007) have already demonstrated the meaningful use of parallel tasks for the modeling of checklist-supported workflows, it was not yet investigated how to deal with dynamicity in checklist forms. Also, unlike the results from this paper, previous studies did not yet contribute a meta-model which supports interoperability with workflow management and decision support systems.

Checklists are usually adopted from clinical guidelines and clinical pathways (Weiser et al., 2010). Representation formats of executable clinical guidelines and clinical pathways have been studied for decades (De Clercq et al., 2004a). Efforts have been made on formalizing, executing and standardizing clinical processes and clinical rules. Industry standards have been developed out of these efforts (Ko et al., 2009). These standards have also been applied to clinical pathway modeling before (Scheuerlein et al., 2012). It would be ideal if dynamic checklists support system developments could also benefit from these methodologies. This maps to our secondary research question: “How can we reuse existing modeling languages for the modeling of dynamic checklist support systems?”

The outline of this paper is as follows. Section 2 analyzes the modeling requirements by demonstrating an envisioned use case of our clinical partner. The requirements are used to assess existing modeling languages for clinical processes as well as guidelines. Section 3 derives DCCSS from the requirements. Section 4 demonstrates how DCCSS can be applied to the use case from Section 2. Section 6 elaborates on the support for flexibility in healthcare processes (since BPMN has been criticized in this context). Finally, Section 7 concludes the paper.

2 BACKGROUND

Computerized checklist systems are intended to support checklist implementation embedded with clinical workflow and patient-specific context aware. In this section, we illustrate an envisioned application of checklist to clarify functionality requirements of the checklist model. Then we conclude the modeling requirements for checklist from the envisioned application. Finally, we discuss the criteria of selecting business process modeling languages and clinical rule languages for checklist representation.

2.1 Envisioned Application of Checklist

For a better understanding of how checklist can be used in clinical setting, we describe an envisioned application in a peri-operative period. Peri-operative period indicates the time period around a surgery, including pre-operative preparation, anesthesia, surgery and recovery. Lots of efforts on improving quality of care in the peri-operative period by using checklist have been proposed and validated. Researchers have designed checklists for both routine procedures and emergencies in the operating room.

We use a use case derived from clinical practice to indicate how the checklist could be used. A patient John Doe is planned for a coronary artery bypass graft (CABG) surgery. He is on anticoagulation and has a high international normalized ratio (INR) value, which indicates he may excessive bleed during the surgery. This should be noticed by his surgeon in order to make some extra preparation for him. He also has an impaired renal function, which should be known to the doctors while prescribing drugs. Due to his impaired heart function, he may have a cardiac arrest during the surgery. In this very dangerous situation, a resuscitation must be carried out immediately.

The checklist procedure starts when the operation is planned by a nurse. Pre-operative preparation checklists are sent to the surgeon, anesthesiologist and the nurse to confirm if they have prepared everything for the patient. When a nurse plans the surgery in the electronic medical record (EMR) system in the hospital, the surgeon and the anesthesiologist should receive their pre-operative checklists respectively. Since excessively long checklists drain the patience of busy medical users, only most relevant checkable items are in these checklists. Both general reminders like “patient medical history is confirmed” and patient-specific reminders like “patient INR too high noticed”, “renal insufficiency noticed” are in the list. When the surgeon and the anesthesiologist finish their checklists, the nurse receives her pre-operative checklist. This checklist is also specified to the patient and the nurse. After checking, she submits her checklist and continuous the checklist process.

Right before the start of the operation, the OR team, including the surgeon, the anesthesiologist and the nurse need to perform a time-out checklist. The time-out checklist is used to confirm whether essential tasks have been completed before the operation. Only after everything is confirmed, the operation can be started. During the operation, a cardiac arrest happens. This is a crisis in an operation. All kinds of warnings blinks on every monitor in the OR. Everyone in the OR is under stress. In this situation, a resus-
To make checklist items more specific and user-friendly, we need to clarify the admission to the ICU checklist. In the context of healthcare, the admission process is critical, especially in emergency situations, as the clinical team must quickly assess the patient’s condition and update the patient’s status. The clinical team, consisting of the intensivist and the nurse, can use the checklist to streamline their workflow and improve patient care.

After the operation is finished, the patient is admitted to an intensive care unit (ICU). The intensivist and the nurse who are responsible for the admission should confirm the patient’s condition by checking an admission to the ICU checklist. However, while they are checking their own checklists, they also need to know what happened to the patient in previous stages. So the intensivist and the nurse can find a customized graph which shows the previous activities around this patient and who did what at what time.

2.2 Modeling Requirements

From the envisioned approach, we derive a set of requirements capturing the need of represent clinical checklist knowledge comprehensively. There are four modeling components mapping with these four key aspects in checklist application, which are the clinical workflow, the clinical rule, interoperability between workflow and rule, as well as the layout. We conclude the modeling requirements in four items as follow.

Clinical Workflow Checklists are normally organized with a certain order. In the aforementioned use case, the surgeon and the anesthesiologist can check their own pre-operative checklist simultaneously, whereas the nurse can check her pre-operative checklist only after the surgeon and the anesthesiologist finished their check. Furthermore, based on the patient’s condition, some tasks are performed conditionally. The process can also communicate with other systems, e.g. the pre-operative checklists should be distributed to the surgeon and the anesthesiologist. In the context of an emergency scenario, the person(s) under pressure need to cooperate effectively with the busy doctors who are under stress. In an emergent scenario, the person(s) under pressure need to perform a checklist in a very short time. A good layout can help the users to grasp the most important information at the first glance. Images, plain text, timers and tables should be used to present different kinds of information. Check boxes, buttons and drop down lists should be used to interact with users. In summary, a checklist model should support layout controls.

Interoperability between Workflow and Rule In previous steps, the clinical workflow, the clinical rule and the layout have been modeled separately. However, to represent a comprehensive checklist, we need to glue them together. We need to specify at which point in the clinical process to trigger a (group of) clinical rule(s) as well as how the clinical rules can effect the clinical process.

2.3 Analysis of Existing Modeling Languages

The requirements mentioned previously are partly supported in other mature modeling approaches. These approaches have been used both in the healthcare domain and other industries. For example, clinical pathway management systems are increasingly used in recent years in hospitals (Li et al., 2013). These systems are designed to assign tasks to the right person at the right time. Computerized provider order entry (CPOE) systems can use rules regarding to specific patient context like their age, gender and renal function to prevent medical errors (Payne et al., 2003). More intelligent guideline based clinical decision support systems use complex clinical rules to help doctors making decisions (De Clercq et al., 2004b).

The representing formats used in these systems can be divided into two categories by their design purpose and application domain (Patkar et al., 2008). One category consists of business process modeling languages, which focuses on describing activities, roles, resources and their relationships in complex business processes. The other category consists of guideline modeling languages which focus on the decomposition of guideline tasks into more detailed clinical decision support rules.
Business process modeling languages are intended to allow designers to formalize a process definition such as a workflow, in which it can represent in what order activities are carried out and who will perform them. Checklist is a group of activities that should be performed at the proper time by the proper person. Thus checklists have been encoded in such formats. A care path behind a group of checklists is defined as a process. In the process, each checklist is modeled as an activity. An activity is allocated to a role who has a certain function in the whole process. These activities have orders between each other. The simplest order is sequential, which means two activities are performed one by one. To represent this, the concept transition has been used. More complex orders like branching in parallel or conditionally are also supported. In these cases, the concept gateway is used to represent the split and merge of several branches. Most business process modeling tools have graphical model editor to make modeling work easier. Some provide human task user interface designers. Standards from industry have been made to make human tasks sharable between different systems (OASIS, 2012).

Among business process modeling languages, some languages gain more attention from industry and academia, namely Business Process Execution Language (BPEL), Business Process Modeling and Notation (BPMN), XML Process Definition Language (XPDL) and Yet Another Workflow Language (YAWL) (Ko et al., 2009). BPEL is developed for specifying actions within business processes with web services. BPEL uses eXtensible Markup Language (XML) as its representing format which can is understandable by IT expert but not domain expert. As an industry standard, BPEL is widely supported in business process management systems. XPDL is designed to interchange business process definitions between different workflow products. It is also written in XML but it has a graphical notation which makes it understandable to domain experts. However, XPDL is designed for interchanging rather than executing. YAWL is an academic language that was designed through a rigorous analysis of workflow patterns. YAWL has graphical notations as well. Different from other industry-driven languages, YAWL is less supported in commercial business process management systems. BPMN is a standard that offers the most expressive and understandable language at the time of writing. The standard also prescribes an interchange format that enables the combination of modeling software and runtime execution software from different industry vendors (OMG, 2011). The BPMN language was designed to be comprehensible by both IT specialists and professionals. Various other authors treat BPMN as a cost efficient, rational, standardized, intuitive and flexible instrument for modeling healthcare processes (Rojo et al., 2008; Scheuerlein et al., 2012). We conclude the advantages and drawbacks of these languages in Table 1.

While business process modeling communities are developing business process modeling languages, the health informatics community has taken a distinctive approach which is more stressed on decision-making issues. Clinical rules are the main concern of these efforts. In one piece of rule, situation and action are two essential components. Situation is a group of criteria. When this group of criteria is met, an action will be taken. This action can be to perform a clinical activity or to evaluate another clinical rule. A checklist item or even a checklist can be considered as a specification of an action in these formats. Personalized criteria are modeled as situations to make each checklist (item) specific to patient context.

Different from business process modeling languages, clinical guideline modeling languages concerning decision-making are academia-driven. As a result, these languages are not standardized by international organizations. It makes these languages difficult to be interchanged in different systems. One exception is the Arden Syntax. Arden Syntax has been accepted as an Health Level 7 (HL 7) and American National Standards Institute (ANSI) standard. However, this language has no graphical representation format. This makes Arden difficult to understand for domain experts. Another wide-spread language which takes the advantage of Arden Syntax is GuideLine Interchange Format (GLIF) (Peleg et al., 2003). GLIF is used as the basis of other guideline modeling tools (e.g. EON, SAGE) and has been supported by a commercial rule-based clinical decision support system, Gaston (De Clercq et al., 2004b). Mapping between GLIF and other clinical guideline languages is also possible and well studied (Peleg et al., 2001).

3 THE DCCSS META-MODEL

From the aforementioned analysis of requirements, there are four main concerns while modeling the dynamic checklist, which are the workflow, the rule, the layout and the mapping between workflow and rules. In this section, we present the meta-model concerning these four aspects.
Table 1: Comparison between process modeling languages

<table>
<thead>
<tr>
<th>IT Expert</th>
<th>Domain Expert</th>
<th>Visualization</th>
<th>Support Systems</th>
<th>Extensibility</th>
</tr>
</thead>
<tbody>
<tr>
<td>BPEL</td>
<td>+</td>
<td>-</td>
<td>-</td>
<td>+</td>
</tr>
<tr>
<td>BPMN</td>
<td>+</td>
<td>++</td>
<td>+</td>
<td>+</td>
</tr>
<tr>
<td>XPDL</td>
<td>+</td>
<td>+</td>
<td>+</td>
<td>-</td>
</tr>
<tr>
<td>YAWL</td>
<td>+</td>
<td>+</td>
<td>-</td>
<td>-</td>
</tr>
</tbody>
</table>

3.1 Clinical Workflow

In previous section, we analyzed business process modeling languages and conclude BPMN as the most suitable one for modeling clinical checklist related processes. Our clinical workflow meta-model is derived from BPMN, with the purpose of taking the advantage of BPMN and existing business process management systems as well as their workflow engine.

As shown in Figure 1, the meta-model of clinical workflow abstracts the clinical workflow aspect of the checklist. In the root level, there is a Process entity which stands for a clinical process. Process contains multiple Flow Elements, which stands for constructs in the process. These elements can be divided into two groups. Node is the abstraction of activities between system and human. Each node has a participant to specify who is the owner. Specifically, there are three kinds of Node. Task stands for clinical activities that can be performed by human or computer systems. Event stands for interactions between current process and other processes or systems. Gateway is used for representing branching or merging in the process. A Transition is the link between two nodes.

3.2 Clinical Rule

Our clinical rule meta-model is derived from GLIF, which is widely used in healthcare domain. The meta-model of clinical rules shown in Figure 2 is the abstract of situation-action clinical rules that have been used in clinical processes. In the checklist context, all the clinical rules aim to perform an action in specific conditions. This form is very suitable for remainder decision support system like checklist system.

In this meta-model, we use a Guideline to represent one clinical rule. Each guideline can have several GuidelineSteps. These guideline steps can be divided into four categories, which are BranchStep, SynchronizationStep, DecisionStep and ActionStep. Branch step and synchronization step are used to represent parallel decisions. Decision step is used for making decisions based on predefined Criteria. Action step stands for the actions reflect to decisions. For a checklist item, the action is showing the content of the item.

3.3 Layout

Checklists is heavily used for intensive care scenarios. In that setting, it is critical for the users to grasp the most important information at the first glance on the checklist. In this sense, layout is an important factor to these checklists.

We describe the meta-model of checklist layout in Figure 3. Every element belongs to a Page, which represents one page of checklist. Every element is considered as a kind of Control. A control has its width, height, x coordinate, y coordinate and color.
There are two categories of controls. One is basic element, which can present text and photo on a page. The other kind is container, in which other controls can be nested.

### 3.4 Checklist

Checklists are presented to users in pages in the correct context. The clinical workflow meta-model answers the question of where and when the user should see the checklist. The clinical rules answers the question of what exactly the user can read in the checklist. However, there remains an unanswered question regarding how the clinical workflow and clinical rules can interact. The interaction between clinical workflow and clinical rules are two-way. On one hand, clinical rules should only be triggered at the right time in the whole process. On the other hand, clinical rules should have the ability to modify the clinical workflow when necessary.

We abstract these requirements in the meta-model shown in Figure 4. Here we define a group of checklist within one process as a three-layer structure. All the checklists are associated with a clinical Process. The process has an id to identify itself and a name as a description. Each page of checklist that should be used in certain context is represented as a Scenario. Each scenario has an id and name. Besides that, the potential owner attribute is used to specify which user(s) is scheduled to perform the checklist. The phase attribute is used to describe the stage in the whole process. In the real clinical settings, it is possible that people always perform several checklists together as a group, although they are defined separately. Therefore, we design a Group Scenario to represent this construct. There is a grouped items attribute in group scenario to indicate which scenarios are in a group. Each scenario can link with several rules before entering and after submission. These rules can effect the workflow itself. In each scenario, there are groups of Tasks which stand for checklist items in one checklist. The content is represented as description. Moreover, each item is associative with several rules that can be executed before the assignment and submission of the item.

### 4 EXAMPLE

In this section, we demonstrate an example to indicate the applicability of the proposed meta-model. We firstly describe a model of an example checklist in the selected format. Then, we discuss a prototype system based on our meta-model. The system has an interface with an EMR system and it can execute the example checklist model effectively.

#### 4.1 A Checklist Model

In this section we model the use case from Section 2.1 utilizing our proposed meta-model.

Firstly we model the clinical process in the BPMN language (Figure 5). There are five participant roles in this process. So we created five swim lanes in the BPMN model. We abstracted eight steps which need to perform checklists as eight tasks in the model. The pre-operative checks are done by three roles in parallel. So we use parallel gateways to represent this kind of relationship.
Then we model checklist items in each checklists in GLIF (Figure 6). Each checklist is considered as a guideline in GLIF. Each item in the checklist is considered as a clinical rule, which should contain at least an action that indicates the specific task for the user. Decisions are optional to a rule. If there is no decision in one item, it means the action will be executed by default. However, decisions are important if we want patient context specific items (e.g., checking the INR rule). In that case, we express that in an GLIF expression.

After that, we need to indicate how the workflow elements should link with checklists. We use an XML file to represent these relationships (Figure 7). Every checklist is nested in the process. The scenario ID attribute is used to identify which checklist in the GLIF model should be linked.

In the end, we define the layout of the checklist in HTML 5 format (Figure 8). All the controls are mapped to HTML 5 types. The relationship between a checklist and its layout is also defined in the previously mentioned XML model.

4.2 A System Based on the Meta-model

Tracebook is a prototypical system for executing DCCSS models (Nan et al., 2014). The goal of this system is to reuse existing BPMN workflow engines and GLIF rule engines. Based on the DCCSS structure, Tracebook has four main components (in Figure 9). The workflow engine is designed to support the workflow model. In this part we interfaced with BizAgi Express business management system’s APIs. The rule engine is used to support clinical rules. In this part, we interfaced with Gaston (De Clercq et al., 2004b), which is a GLIF 2.0 based clinical rule engine. We implemented the checklist engine to deal with the interoperability between the workflow engine and rule engine based on our mapping model. The checklist engine also send checklists to the UI renderer in XML format. The UI renderer uses XSLT to interpret the XML into HTML 5 format and show them to users as checklists. This system also interfaced with a real EMR system in Catharina Zeichenhuis Eindhoven in the Netherlands.

5 RELATED WORKS

Improving checklist implementation is a hot topic in healthcare domain. In recent years, other re-

---

1See http://wiki.bizagi.com/.
searchers have also contributed to the field of checklist modeling.

Ten Teije et al. proposed to a method to model clinical processes, where they propose checklist as a new type construct in the clinical process modeling (Patkar et al., 2008). In their model, they treat activities strongly belonging together to one critical execution phase and without execution order as a checklist. Their model mainly focuses on how to simplify the modeling of clinical processes rather than enabling the representation of a clinical checklist. Thus, that line of work did not yet consider how to model clinical rules (which make the checklist items patient-specific) and how to integrate layout aspects.

Avrunin et al. proposed smart checklists for human-intensive medical systems (Avrunin et al., 2012). They use a process modeling language called Little-JIL. Little-JIL supports task assignment and complex orderings of tasks. Also, checklist items can change dynamically during the execution, driven by changes of the context. There are several differences between (Avrunin et al., 2012) and our approach. Firstly, our work creates a general modeling framework for checklists which aim to reuse existing modeling languages, whereas their approach focuses on utilizing a specific modeling language mainly for clinical process. Secondly, checklist layouts and groupings of checklists were not yet considered by Avrunin et al.

6 DISCUSSION

Healthcare processes are normally highly dynamic and ad-hoc. The order of activities might be changed during the execution according to patient status. Some activities can be removed or added during the execution. These dynamic features are difficult to be represented in procedure process models. Case handling or case management is proposed to represent the dynamicity (van der Aalst et al., 2005). Instead of activities or routines, case handling focuses on the concept case, which is specific to a certain context. Case Management Modeling and Notation (CMMN) is proposed to standardize the case handling model (OMG, 2014). Different with BPMN, CMMN takes a declarative approach rather than a procedural approach. CMMN aims to represent what activities a person can do, whereas BPMN aims to represent how activities should be performed by a person.

The CMMN can be more representative in describing care-givers’ behavior as they normally do. However, we argue that the use of checklist is to standardize practitioners’ behavior at the very moment, rather than enable them doing critical thing in ad-hoc. To standardize the behavior, a procedural description is more clear and easy to build. It is also important to show the status of the whole process to users in the run time. This meets the design target of BPMN. Therefore, we have chosen BPMN as our process definition language. Additionally, ad-hoc checklists (e.g., the aforementioned resuscitation checklist) can also benefit from the event handling mechanisms in BPMN.

Data aspects are also important to make clinical decision support systems portable to different healthcare organizations using heterogeneous data source. Currently, our approach benefits from the underlying data model in GLIF, which is based on the Reference Information Model (RIM, defined by HL 7 (Pelleg et al., 2003)). One limitation is that the workflow engine cannot benefit from this data model yet. This is not preventing us from performing initial clinical evaluations since our workflow models only use limited amount of data (which can be handled with code supplements to the DCCSS model). However, defining an explicit and independent data model which is sharable between all the four DCCSS aspects is an important line of ongoing work.

7 CONCLUSION

In this paper, we proposed DCCSS as a meta-model for dynamic checklist, which reuses existing infrastructure from outside the clinical domain. By analyzing a use case derived from clinical practice, we summarize four checklist modeling requirements, which are the clinical workflow, the clinical rule, the layout and the interoperability between the workflow and the rule. According to these modeling requirements, we have reviewed the popular business process modeling languages and clinical rule modeling languages and we have chosen BPMN and GLIF as the best building blocks for DCCSS. By then adding specific constructs which were not yet supported by the more general BPMN and GLIF metamodels, we have ensured that DCCSS meets checklist-specific modeling requirements. Finally, we have modeled a perioperative checklist to demonstrate the effectiveness of the meta-model. The DCCSS model can be executed on a prototypical system Tracebook which can interface the EMR system of our clinical partner.

One advantage of our approach is that it gives a platform independent model which is not tied to a specific workflow engine or rule engine product. This is important since hospitals already have a variety of process aware information systems (which contain workflow engines) and decision support systems.
(which have rule engines). When using small wrapper systems such as TraceBook, hospitals can easily reuse their existing products and knowledge for realizing dynamic checklist functionality. When the hospital legacy systems lack support for standards then the integration work will still be significant but the efforts of building a standard interface on top of a proprietary legacy system are orthogonal to building dynamic checklist support on top of that.

In ongoing work, we are extending DCCSS with support for platform independent data access from each of its four perspectives.
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